Problem Set 4

Antonio Dehesa

## Introduction

Please complete the following tasks regarding the data in R. Please generate a solution document in R markdown and upload the .Rmd document and a rendered .doc, .docx, or .pdf document. Your work should be based on the data’s being in the same folder as the .Rmd file. Please turn in your work on Canvas. Your solution document should have your answers to the questions and should display the requested plots.

These questions were rendered in R markdown through RStudio (<https://www.rstudio.com/wp-content/uploads/2015/02/rmarkdown-cheatsheet.pdf>, <http://rmarkdown.rstudio.com> ).

# Question 1

## Context

Suppose is a parametrized family of distributions. The parameter may be vector-valued or one dimensional. Under fairly general circumstances, the maximum likelihood parameter estimate of the parameter based on a sample is *consistent*, also called *asymptotically consistent*. Informally, this means that as larger and larger samples are used to estimate the parameter, the estimate gets closer and closer to the true value.

Some parameter estimates are *unbiased*. Informally, this means that if the estimate is applied to samples of size to get a collection of estimates , the mean of the estimates, will get closer and closer to as gets larger and larger.

In this question you will perform numerical experiments on samples from a distribution to see whether the maximum likelihood estimates for and appear to be consistent and unbiased.

## Q1, part 1

(5 points)

The purpose of this question is to perform numerical experiments to gain insight into the whether of maximum likelihood estimates of and are consistent for samples from .

The code provided generates samples from the standard Normal distribution, . For each value in , the maximum likelihood estimates of and are computed for the initial portion of the sample . These values are stored in order of in the data frame “dat.consist” with the variable names “mu.hat” and “sigma.sq.hat” respectively. A column of the corresponding values of is added under the variable name “n”. Below you will use this data frame to examine whether these samples provide numerical evidence that the maximum likelihood estimates of and are consistent. Plotting using “geom\_line” may be helpful.

set.seed(123456)  
N<-500000  
samp<-rnorm(N)  
# function to compute the maximum likelihood estimate of mu and the sigma-squared based on the first n values in a vector "samp" of samples from a Normal distribution:  
theta.est<-function(n,s=samp){  
 m<-mean(s[1:n])  
 s2<-sum((s[1:n]-m)^2)/n #   
 return(c(m,s2))  
}  
dat.consist<-t(sapply(seq(1000,N,by=1000),theta.est, s=samp))  
dat.consist<-data.frame(dat.consist)  
dat.consist$n<-seq(1000,N,by=1000)  
names(dat.consist)<-c("mu.hat","sigma.sq.hat","n")

1. What is the true value of the parameter for these data? Please give a numeric value. The default parameter for the mean, which is mu, for rnorm is 0. We can see this with a histogram for the normal distribution of samp.

hist(samp, main = "Normal distribution")

![](data:image/png;base64,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)

# Our value should be 0  
act\_mean<-mean(samp)  
# As we can see, it is very close to 0. But our actual value is $act\_mean$

Our value should be 0 actual mean = -2.9504208^{-4} As we can see, it is very close to 0. But our actual value is -2.9504208^{-4}

1. Do the estimates of “mu.hat” of in “dat.consist” appear to approach the true value as the sample size “n” increases?

ggplot(dat.consist,aes(x=n,y=mu.hat))+  
 geom\_hline(yintercept = 0,color="gray")+  
 geom\_line()
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dat.consist$mu.hat[c(1,5,10,50,100,500)]

## [1] 0.0108535170 0.0120273564 0.0168396665 0.0024677304 0.0032766567  
## [6] -0.0002950421

Yes, we can see that the bigger the n, the closer the estimated mu\_hat is to the actual mean:

similarity <- tail(dat.consist$mu.hat, n=1) == act\_mean

The last estimation, -2.9504208^{-4}, is equal to the actual mean,-2.9504208^{-4}

1. Does this numerical experiment suggest that the maximum likelihood estimate of is consistent?

If I understood correctly, consistency is that, the more samples we have, the closer the estimate should be to the right value. This is what we observed in this case, so it should be consistent.

1. What is the true value of the parameter for these data? Please give a numeric value.

(act\_sd\_squared<-sd(samp)^2)

## [1] 0.999931

1. Do the estimates of “sigma.sq.hat” of in “dat.consist” appear to approach the true value as the sample size “n” increases? If you are unsure, you can calculate the estimate for some very large samples.

ggplot(dat.consist,aes(x=n,y=sigma.sq.hat))+  
 geom\_hline(yintercept = min(dat.consist$sigma.sq.hat),color="gray")+  
 geom\_line()
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dat.consist$sigma.sq.hat[c(1,5,10,50,100,500)]

## [1] 0.9828973 0.9961045 0.9967854 1.0002562 1.0015304 0.9999290

Yes, we can see in the graph that the more samples we have, the more it stabilizes to the real value. F) Does this numerical experiment suggest that the maximum likelihood estimate of is consistent?

Using the same logic as in Q1, P1, C, yes, it should be consistent.

## Q1, part 2

(5 points)

The purpose of this question is to perform numerical experiments to gain insight into whether the maximum likelihood estimates of and are unbiased for samples of size 5 from

1. Create a matrix of samples of size 5 from the standard Normal distribution.

set.seed(45678)  
mat<-matrix(rnorm(10000\*5),ncol=5)

1. Please use apply to calculate the maximum likelihood estimates and of and for each sample.

If by sample, we mean by column.

N<-10000  
dat.consist<-t(apply(mat,2,theta.est, n=N))  
dat.consist<-data.frame(dat.consist)  
dat.consist$n<-seq(1,5,by=1)  
names(dat.consist)<-c("mu.hat","sigma.sq.hat","")

1. Compute the mean of the s and the mean of the s.

mat\_mu\_mean<-mean(dat.consist$mu.hat)  
mat\_sigma\_squared<-mean(dat.consist$sigma.sq.hat)  
mat\_mu\_mean

## [1] 0.008816334

mat\_sigma\_squared

## [1] 1.005367

1. Does the maximum likelihood estimate of seem to be unbiased? (You may repeat the experiment with other seeds to help answer this question.)

Yes. We can see that, although the final result of mat\_mu\_mean is not as close to the real value as one of the individual values, I tried to get the mean of only two values, the mean for three values, the mean of four values, and finally, the mean of the five values. Each step was closer to the real value. Therefore, I believe that it is unbiased.

1. Does the maximum likelihood estimate of seem to be unbiased? (You may repeat the experiment with other seeds to help answer this question. Try comparing with the adjusted estimates produced by dividing the sum of the squared differences by 4 instead of 5.)

No. I tried as suggested, by testing with the mean of two values, 3, 4, and 5. The results were inconsistent. From 2 to 3 there was an increase in the error. There was also an increase in the error from 3 to 4. Then, from 4 to 5 there was a decrease. Therefore, I believe that this is not unbiased.

sum(dat.consist$sigma.sq.hat[1:2])/2

## [1] 1.001433

sum(dat.consist$sigma.sq.hat[1:3])/3

## [1] 1.009729

sum(dat.consist$sigma.sq.hat[1:4])/4

## [1] 1.011772

sum(dat.consist$sigma.sq.hat[1:5])/5

## [1] 1.005367

rm(mat)

# Question 2

## Context

The uniform distributions are a two parameter family of continuous distributions, with and . Given , the sample space is and the probability density function is .

## Q2, part 1

(5 points)

Please compute the mean of .

mean = (1/2)\*(a+b)

## Q2, part 2

(5 points)

Please compute the variance of . The identity

may be useful in simplifying the formula.

Variance = (1/12)\*(b-a)^2 # Question 3

The data sets in these questions were downloaded 6/13/2022 from <https://ourworldindata.org/>

The code chunks below read in a data frame of world populations and a data frame of world population densities.

dat.pop<-read.csv("population-since-1800.csv",stringsAsFactors = FALSE)  
names(dat.pop)[4]<-"population"  
dat.den<-  
 read.csv("population-density.csv")  
names(dat.den)[4]<-"density"

## Q3, part 1

(2 points)

Write code to restrict both data frames to cases in which the value of “Year” is 2020 and the value of “Code” is not the empty string, ““, and is not the value for the whole world,”OWID\_WRL”. Please display the number of rows in the resulting data frames using the function nrow.

dat.pop<-filter(dat.pop, Year ==2020, Code != "", Code != "OWID\_WRL")  
dat.den<-filter(dat.den, Year ==2020, Code != "", Code != "OWID\_WRL")  
nrow(dat.pop)

## [1] 234

nrow(dat.den)

## [1] 216

The following code merges the data sets, restricting to values of “Code” occurring in both data sets.

dat.both<-inner\_join(dat.den,dat.pop,by="Code")  
# check  
mean(dat.both$Entity.x==dat.both$Entity.y)

## [1] 1

## Q3, part 2

(3 points)

Write code to find the four indices in “dat.both” at which the population takes on its minimum or maximum value and at which the density takes on its minimum or maximum value. Store the resulting indices in a vector named “inds”. Use of the which function can simplify this effort. The functions which.min and which.max may also be used. Please display the “Entity.x” values of the identified rows.

inds<-c(which.min(dat.both$population),which.max(dat.both$population), which.min(dat.both$density), which.max(dat.both$density))  
dat.both$Entity.x[inds]

## [1] "Nauru" "China" "Greenland" "Macao"

## Q3, part 3

(3 points)

Use “transmute” from dplyr to modify “dat.both” to be a data frame based on “dat.both”, but with the value of “Entity.x” in a variable labeled “entity”, the log of “density” in a variable labeled “den.log”, and the log of “Population” in a variable labeled “pop.log” and no other variables. Please display first 5 rows of the new version of “dat.both”.

dat.both <- transmute(dat.both, entity = Entity.x, den.log = log(density), pop.log= log(population))  
head(dat.both, n=5)

## entity den.log pop.log  
## 1 Afghanistan 4.088108 17.47723  
## 2 Albania 4.654237 14.87254  
## 3 Algeria 2.912948 17.59631  
## 4 American Samoa 5.620347 10.91866  
## 5 Andorra 5.102266 11.25500

Create and display a data frame “dat.text” from dat.both that includes only the rows containing the extremes identified in question 3, part 2.

dat.text <- dat.both[inds,]  
dat.text

## entity den.log pop.log  
## 135 Nauru 6.294712 9.290445  
## 42 China 5.028593 21.087439  
## 78 Greenland -1.980502 10.946799  
## 115 Macao 9.890242 13.383715

## Q3, part 4

(2 points)

Use “ggplot” to create a point plot of the log of population (on the x-axis) versus the log of density. Store the plot in the variable g. Display the plot.

g <- ggplot(dat.both, mapping = aes(x = pop.log, y = den.log)) +  
 geom\_point()+  
 xlab("Log of the population")+  
 ylab("Log of the density of population")  
g
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The following should give the previous plot with the names of the entities having extreme population or extreme density, assuming that the result of the “transmute” call was stored back in “dat.both”.

# Please uncomment and run:  
 g<-g+  
 geom\_text(data=dat.text,aes(x=pop.log,y=den.log,label=entity))  
 g
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### Q3, part 5

(10 points)

Please add the least squares best fit line with “pop.log” as the -value and “den.log” as the -value in . Also plot the line minimizing the squared error again with “pop.log” as the -value and “den.log” as the -value in such a way that the points on the line are related by . That is, if is the function giving “pop.log” as an affine function of “den.log”, minimizing the square error , plot the inverse function .

y\_bar <- mean(dat.both$den.log)  
x\_bar <- mean(dat.both$pop.log)  
m<- (mean(dat.both$den.log\*dat.both$pop.log) - y\_bar\*x\_bar)/(mean(dat.both$pop.log^2) - x\_bar^2)  
b <- mean(dat.both$den.log - m\*dat.both$pop.log)  
f <- function(m,x,b){  
 return(m\*x+b)  
}  
g2 <- g + geom\_abline(slope=m,intercept = b)+  
 expand\_limits(x = 5, y = 15)# Plot of y = mx + b  
g2
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